Задача нахождения **наибольшей общей подпоследовательности** ([англ.](http://ru.wikipedia.org/wiki/%D0%90%D0%BD%D0%B3%D0%BB%D0%B8%D0%B9%D1%81%D0%BA%D0%B8%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) *longest common subsequence*, LCS) — это задача поиска [последовательности](http://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C), которая является подпоследовательностью нескольких последовательностей (обычно двух). Часто задача определяется как поиск *всех* наибольших подпоследовательностей. Это классическая задача [информатики](http://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0), которая имеет приложения, в частности, в задаче сравнения текстовых файлов (утилита [diff](http://ru.wikipedia.org/wiki/Diff)), а также в [биоинформатике](http://ru.wikipedia.org/wiki/%D0%91%D0%B8%D0%BE%D0%B8%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0).

Подпоследовательность можно получить из некоторой конечной последовательности, если удалить из последней некоторое множество её элементов (возможно пустое). Например, BCDB является подпоследовательностью последовательности ABCDBAB. Будем говорить, что последовательность Z является общей подпоследовательностью последовательностей X и Y, если Z является подпоследовательностью как X, так и Y. Требуется для двух последовательностей X и Y найти общую подпоследовательность наибольшей длины. Заметим, что НОП может быть несколько.

|  |
| --- |
| **Содержание**   * [1 Решение задачи](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#.D0.A0.D0.B5.D1.88.D0.B5.D0.BD.D0.B8.D0.B5_.D0.B7.D0.B0.D0.B4.D0.B0.D1.87.D0.B8)   + [1.1 Полный перебор](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#.D0.9F.D0.BE.D0.BB.D0.BD.D1.8B.D0.B9_.D0.BF.D0.B5.D1.80.D0.B5.D0.B1.D0.BE.D1.80)   + [1.2 Метод динамического программирования](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#.D0.9C.D0.B5.D1.82.D0.BE.D0.B4_.D0.B4.D0.B8.D0.BD.D0.B0.D0.BC.D0.B8.D1.87.D0.B5.D1.81.D0.BA.D0.BE.D0.B3.D0.BE_.D0.BF.D1.80.D0.BE.D0.B3.D1.80.D0.B0.D0.BC.D0.BC.D0.B8.D1.80.D0.BE.D0.B2.D0.B0.D0.BD.D0.B8.D1.8F) * [2 Реализация в языках программирования](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#.D0.A0.D0.B5.D0.B0.D0.BB.D0.B8.D0.B7.D0.B0.D1.86.D0.B8.D1.8F_.D0.B2_.D1.8F.D0.B7.D1.8B.D0.BA.D0.B0.D1.85_.D0.BF.D1.80.D0.BE.D0.B3.D1.80.D0.B0.D0.BC.D0.BC.D0.B8.D1.80.D0.BE.D0.B2.D0.B0.D0.BD.D0.B8.D1.8F)   + [2.1 C++](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#C.2B.2B)   + [2.2 Ruby](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#Ruby) * [3 См. также](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C#.D0.A1.D0.BC._.D1.82.D0.B0.D0.BA.D0.B6.D0.B5) |

**Решение задачи**

Сравним два метода решения: [полный перебор](http://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%BB%D0%BD%D1%8B%D0%B9_%D0%BF%D0%B5%D1%80%D0%B5%D0%B1%D0%BE%D1%80) и динамическое программирование.

**Полный перебор**

Существуют разные подходы при решении данной задачи при полном переборе — можно перебирать варианты подпоследовательности, варианты вычеркивания из данных последовательностей и т. д. Однако в любом случае, время работы программы будет [экспонентой](http://ru.wikipedia.org/wiki/%D0%AD%D0%BA%D1%81%D0%BF%D0%BE%D0%BD%D0%B5%D0%BD%D1%82%D0%B0) от длины строки.

**Метод динамического программирования**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  | **A** | **B** | **C** | **B** |
|  | 0 | 0 | 0 | 0 | 0 |
| **D** | 0 | **←** 0 | **←** 0 | **←** 0 | **←** 0 |
| **C** | 0 | **←** 0 | **←** 0 | **↖** 1 | **←** 1 |
| **B** | 0 | **←** 0 | **↖** 1 | **←** 1 | **↖** 2 |
| **A** | 0 | **↖** 1 | **←** 1 | **←** 1 | **↑** 2 |

Вначале найдём длину наибольшей подпоследовательности. Допустим, мы ищем решение для случая (n1, n2), где n1, n2 — длины первой и второй строк. Пусть уже существуют решения для всех подзадач (m1, m2), меньших заданной. Тогда задача (n1, n2) сводится к меньшим подзадачам следующим образом:

![ f(n_1, n_2) = \left \{ 
\begin{array}{ll}
 0, & n_1 = 0 \or n_2 = 0 \\
 f(n_1 - 1, n_2 - 1) + 1, & s[n_1] = s[n_2] \\
 max(f(n_1 - 1, n_2), f(n_1, n_2 - 1)), & s[n_1] \neq s[n_2]
 \end{array}
 \right.](data:image/png;base64,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)

Теперь вернемся к задаче построения подпоследовательности. Для этого в существующий алгоритм добавим запоминание для каждой задачи той подзадачи, через которую она решается. Следующим действием, начиная с последнего элемента, поднимаемся к началу по направлениям, заданным первым алгоритмом, и записываем символы в каждой позиции. Это и будет ответом в данной задаче.

Очевидно, что время работы алгоритма будет ![\mathrm{O}\,(n_1 \cdot n_2)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFUAAAAVBAMAAADFg78FAAAAMFBMVEX///+enp4EBAQwMDAMDAyKiooiIiLm5uYWFhZ0dHS2trZiYmJQUFBAQEDMzMwAAAATWvAgAAAAAXRSTlMAQObYZgAAAX5JREFUKBV9kjtLw2AUht9e01va7kUsuor2F4ir4NBVi+gvkIDgZar/wICLdMrk4pJB6iI0o5PWVR2C/oDGQTppfU/SXD5Le4bknOc8+b6T5APi0OJ0NjNU9KSWatWTsvr+8Orjcl3tqpUuC1+7OHGEf8plbmgtIDdme0eUo7me33gBug6zA4uzXDBZEDfAwGW/xg3KzgKRrTRwKUa2CeTbQKe12zcEhJEA+TpWBBc8PucC5qqrOwLCSADdxoZgcWsGcu43MsPQ4z0JKk4wQ7pJF9BSHtImsCn6qBWBRt/i+wzxXCfvktNF5RAjA511pvgYhkCzS/ywdLuCBpY/Awo2HnkqfJeYwwngbl9cx0Hxl1utEWct+ha2y0k3AJZGSTeBOxdnsnamDSwD4/OkOwUVCgWuxbPD3wcUWV8Bb3bSnYJ99vkvotC2ojSeN0Apmy+xFLWZBCdTyH/39nRv+iFD/zhMGj8cPRHVycRDiSPGkTPjfDbLqKinlmp1D/wBjg1ig0eRyp8AAAAASUVORK5CYII=).

**Реализация в языках программирования**

string getLongestCommonSubsequence(const string& a, const string& b)

{

vector<vector<int> > max\_len;

max\_len.resize(a.size() + 1);

for(int i = 0; i <= static\_cast<int>(a.size()); i++)

max\_len[i].resize(b.size() + 1);

for(int i = static\_cast<int>(a.size()) - 1; i >= 0; i--)

{

for(int j = static\_cast<int>(b.size()) - 1; j >= 0; j--)

{

if(a[i] == b[j])

{

max\_len[i][j] = 1 + max\_len[i+1][j+1];

}

else

{

max\_len[i][j] = max(max\_len[i+1][j], max\_len[i][j+1]);

}

}

}

string res;

for(int i = 0, j = 0; max\_len[i][j] != 0 && i < static\_cast<int>(a.size()) && j < static\_cast<int>(b.size()); )

{

if(a[i] == b[j])

{

res.push\_back(a[i]);

i++;

j++;

}

else

{

if(max\_len[i][j] == max\_len[i+1][j])

i++;

else

j++;

}

}

return res;

}

[**Ruby**](http://ru.wikipedia.org/wiki/Ruby)

#>> a = "aaaaabbbb34354354345"

#>> b = "abbb34aaabbbb"

#>> longest\_common\_subsequence(a, b)

#=> "aaaabbbb"

def longest\_common\_subsequence(a, b)

max\_len = Array.new(a.size + 1, 0)

max\_len.map! {Array.new(b.size + 1, 0)}

(a.size - 1).downto(0) do |i|

(b.size - 1).downto(0) do |j|

if a[i] == b[j]

max\_len[i][j] = 1 + max\_len[i+1][j+1]

else

max\_len[i][j] = [max\_len[i+1][j], max\_len[i][j+1]].max

end

end

end

res = ""

i = 0

j = 0

while max\_len[i][j] != 0 && i < a.size && j < b.size

if a[i] == b[j]

res << a[i]

i += 1

j += 1

else

if max\_len[i][j] == max\_len[i+1][j]

i += 1

else

j += 1

end

end

end

res

end

№2

Отметим, подпоследовательность может и не являться подстрокой (то есть, её элементы не обязательно идут подряд в исходной последовательности). Формально, для строки *x* длины *n* необходимо найти максимальное число *l* и соответствующую ему возрастающую [последовательность](http://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C) индексов *i1*..*il*, таких что ![x[i_{k}] < x[i_{k+1}]\,\forall {k}\,\mathcal{2}{\,1\,..\,l-1} ](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOYAAAAUBAMAAABrHlyaAAAAMFBMVEX///8AAAC2trZ0dHRiYmJAQEDm5uYwMDDMzMwiIiIWFhZQUFCenp6KiooMDAwEBASQHDlWAAADXUlEQVRIDb2WTUhUURTH//PhmzcfpgWKhMGIFBSRE01G0sej6EMFmVpIGMQzk1kmmE1CxESBH4t4EWFRwRAVOUYMQUXSYpQWRZsJgqCVRblq4SKiTdA597773ptBJ9x0wXvO+Z9z72/u10NAtJppaYGOReV5bZ/ljdgPPDUrpVXGYap/JsecX24oIaPx8kTIBFIspfTrwrrpQddF9IsnIFdzaompNcvkSsz+YvlgZt4iSbPgK5WldGfTWJ4ty2HSUjGv024uU8sqDU6ho4CZ7ykMltBCrtu0kTLmjJshL+2e0nJMvS/ulK/AXEMFEaDHrvuUzxfYHbVjYeztU1LImWoZpj5aVHVYaZ1RKtkI3JSFk8ftAV5mrNGdhT3BbD10ZhfC0I8UZdLeW/9UXMT+ZO/BIWJevSjTTs97q6/P59cBG7Rkig72q8p5mcGcUqVlpp4IW9uzYQSjQ1KUzNhUVoZXcDvQREzjpYydnpl4BC0Hf+NAaIlWUFI5LzNcUKq0zAwiUvDTOt9GDCkKZu1DU0YwMIM4rFj2gS0oI5hJBAwEFxN6FuDDlc3L9BWVKi0zNbAahnnZxOAC6YLZZpAnmgm+BJamN0I7xUqMuwu0LJNsBBETYflzNo9TY7HsDrWwoHNK5sR5Yo5EukOv6NuSIlfubVeCa7nF6qmzEKXft5PjGvr7+NtmhuITgK/7Pie2ZaiJYd51dnFqjFMZg13JnKW1EvMP9SUSJRMdh7mCWjQHk5h1JRP3OGYmFNOfeg16nvuohOewm5d5R1OqtMz003kNUH2sPoC60x0OE59fiKJ4pKAliDmHBH615iqYWFzg57mfkgjFxQDqvMzmoFKlZeaH8W90T+jeWu3YMp92mXh3gqpqm64ZNMpCZ8D0P9k0VMnsLPDz3F1r0s14rGYXzLOG9pOEpq1KlZaZYzvSSboG0G8U0dNLur235G0u0ekPtw/TLluY2IPgdxPpzKXMiOnsLfqzwA+E9vKEk0e5B56vPWkCNrPbYMlp0WMNcv/UWdxt07xMp5CZ1MLzS2blOsUtVoXq26fi6lae/5IvUI1Zh/pEJbP6tFWzgqlboQPVmBM4F5fMNw0l+T6rTvqPpFynKHLP0zNG7K2MxVshV3wTPCWrdmum1ZD/8L/JX/hEuhyjiShVAAAAAElFTkSuQmCC). Наибольшая увеличивающая подпоследовательность имеет применения в физике, математике, теории представления групп, теории случайных матриц. В общем случае известно решение этой задачи за время *n log n*[[1]](http://ru.wikipedia.org/wiki/%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BF%D0%BE%D0%B8%D1%81%D0%BA%D0%B0_%D0%BD%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B5%D0%B9_%D1%83%D0%B2%D0%B5%D0%BB%D0%B8%D1%87%D0%B8%D0%B2%D0%B0%D1%8E%D1%89%D0%B5%D0%B9%D1%81%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D0%B8" \l "cite_note-0) в худшем случае.

**Родственные алгоритмы**

* Задача наибольшей увеличивающейся подпоследовательности схожа с задачей [поиска наибольшей общей подпоследовательности](http://ru.wikipedia.org/wiki/%D0%9D%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B0%D1%8F_%D0%BE%D0%B1%D1%89%D0%B0%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D1%8C), имеющей квадратичное динамическое решение.
* В частном случае, если строка является перестановкой 1..n, задача имеет решение за *n log log n*[[2]](http://ru.wikipedia.org/wiki/%D0%97%D0%B0%D0%B4%D0%B0%D1%87%D0%B0_%D0%BF%D0%BE%D0%B8%D1%81%D0%BA%D0%B0_%D0%BD%D0%B0%D0%B8%D0%B1%D0%BE%D0%BB%D1%8C%D1%88%D0%B5%D0%B9_%D1%83%D0%B2%D0%B5%D0%BB%D0%B8%D1%87%D0%B8%D0%B2%D0%B0%D1%8E%D1%89%D0%B5%D0%B9%D1%81%D1%8F_%D0%BF%D0%BE%D0%B4%D0%BF%D0%BE%D1%81%D0%BB%D0%B5%D0%B4%D0%BE%D0%B2%D0%B0%D1%82%D0%B5%D0%BB%D1%8C%D0%BD%D0%BE%D1%81%D1%82%D0%B8" \l "cite_note-doi:10.1145.2F359581.359603-1) с использованием [деревьев ван Эмд Босса](http://ru.wikipedia.org/w/index.php?title=%D0%94%D0%B5%D1%80%D0%B5%D0%B2%D0%BE_%D0%B2%D0%B0%D0%BD_%D0%AD%D0%BC%D0%B4_%D0%91%D0%BE%D1%81%D1%81%D0%B0&action=edit&redlink=1).
* При использовании дерева, построенного для элементов алфавита, возможно решение задачи за O( n log A ), где A - мощность алфавита, определяемая заранее. При реализации [сбалансированными деревьями](http://ru.wikipedia.org/wiki/%D0%A1%D0%B1%D0%B0%D0%BB%D0%B0%D0%BD%D1%81%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D0%BE%D0%B5_%D0%B4%D0%B5%D1%80%D0%B5%D0%B2%D0%BE_%D0%BF%D0%BE%D0%B8%D1%81%D0%BA%D0%B0), необязательно задавать A наперёд. По очевидным причинам A ограничивается длиной строки.
* Возможно также свести задачу к поиску длиннейшего пути в ориентированном ациклическом графе, задавая рёбра между возрастающими элементами. Хотя подсчёт длиннейшего пути будет занимать линейное время от числа рёбер, в худшем случае оно может быть квадратично от длины строки.

**Пример эффективного алгоритма**

Для строки *x* будем хранить массивы *M* и *P* длины *n*. *M[i]* содержит наименьший по величине из последних элементов возрастающих подпоследовательностей *xnj* длины *i*, ![(\mathcal{8}j\,\mathcal{2}\,1\,..\,i:x[n_{j}] \le\,M[i])](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAAWBAMAAABK0K+UAAAAMFBMVEX///8AAADm5uZQUFDMzMxiYmKenp4wMDAiIiIWFhaKiooEBAQMDAy2trZ0dHRAQEBQ/9tlAAADfklEQVRIDb1V34sVVRz/3HNn7t6d7sxd7GYUKWMvai1ycSUKWZiNhShMBhK0EB3BHnrqPghrgcuhVHyKValtoXBb7GFflvsivsX6ID52+wsaFTEfoquouEjS5ztzZjyXXFt78Avz/XU+n/nMOXPmDACF52C5yI7/o7SiS1bwQ1jm/0qa37NFRNBjdJOmAMQtSVKY6heZxHG7YK6teii0ijz94zWJV3+N6gzjIOIOk/dQjxi28DrHq7T3dZlykddbhaTaqi2pT01bnWaibkegFLlEbGbjOGpthk8MqAibrSUqelbUVv5YavGuaXtXI67bQ4gUjYhmAmcGWGbFkJv3xdxZyYZ0Xj/Z24Ol1OL2AuxOJMDhK5aUr+FySm8Bft+gnHO9PHt2qVulEtxKCixstKTQRX0emJibO92Dfz2myKhRGpiVvzfhkHOBDv6N/oEO39XPemlfKA1ZHpraL3Rj2xpteLWWSAlXECfxQgQMh9gK7HZGCPzSgAek3GqHbZVJfYBTQQtapRejZjsDZ1LqnbRgMp6vd/BhtStSwhXEPVTogxg3gNgTqWVemdkLuNBITZcwnFU9aO91bqx+jgwZnNkoK3IXN2eQDndESrgiNYaKjC3jDH1Tc3mOT05Ovis9Wwq/hdIytoFRgw/WmCcsvxGZp3rsG4vdbi2spNm7IlekDuZSxxwNoBGTcGVqamqaxaDU29IxVhtholHVmAg5GyIZaM7RJIt0KvVG3sChKJMi10iFHPq8mtBvksfSvDIbmNUvRZfRnaHTGG7j47xrpOCszOcNeJHfSrGTFb8rcgUxhobcvzEqmJ/EHRMnZkv564K8SZ8Mt1VKqUqCywGCv8pZcTLF1nChXuphlmjuQHJF6hGG5tlwv6bDA3FbI/G0TIqb7s2Y4/o8O0rm5rV2xVWZ1SGgFWBhkyUlLyQzHqgvAhuZcweSK1I/Iuiz4fALAC6Lc76NJKB5+2WekEbK+SZhK9vszvS16T0idZP7l0/x2YCUMMm9dARfqZVXeOs6hCtSXahlGUx4KdlZfGxzMGXFqk4XI2NPkCrGGMszsEbdv81A5HUtyH+lugB8t0apoQjZ6U6e86p8JWs2XSBHjJQ/JzbwGxJIOavfWXiptKBO3M/iGp02OH9mjbPqCOFPw3qmsKIzeLMay+98dWrxw3efglmdbY+MfmRXT8//AQqHtG/xh33wAAAAAElFTkSuQmCC), найденных на данном шаге. *P[i]* хранит индекс предшествующего символа для наидлиннейшей возрастающей подпоследовательности, оканчивающейся в i-й позиции. На каждом шаге будем хранить текущий максимум длины подпоследовательности и соответствующий индекс конечного символа, не забывая поддерживать свойства массивов. Шаг представляет собой переход к следующему элементу строки, для каждого перехода потребуется не более логарифма времени (бинарный поиск по массиву *M*).

L = index = M[0] = 0

for i = 1 to n

бинарный поиск наибольшего индекса j ≤ L, удовлетворяющего X[M[j]] < X[i]

P[i] = M[j]

if j == L or X[i] < X[M[j+1]] // нашли более оптимальную подпоследовательность

M[j+1] = i

L = max{L, j+1}